**Animation**

In this part of the Java 2D games tutorial, we will work with animation.

*Animation* is a rapid display of sequence of images which creates an illusion of movement. We will animate a star on our Board. We will implement the movement in three basic ways. We will use a Swing timer, a standard utility timer, and a thread.

Animation is a complex subject in game programming. Java games are expected to run on multiple operating systems with different hardware specifications. Threads give the most accurate timing solutions. However, for our simple 2D games, other two options can be an option too.

**Swing timer**

In the first example we will use a Swing timer to create animation. This is the easiest but also the least effective way of animating objects in Java games.

SwingTimerExample.java

package com.zetcode;

import java.awt.EventQueue;

import javax.swing.JFrame;

public class SwingTimerExample extends JFrame {

public SwingTimerExample() {

initUI();

}

private void initUI() {

add(new Board());

setResizable(false);

pack();

setTitle("Star");

setLocationRelativeTo(null);

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

}

public static void main(String[] args) {

EventQueue.invokeLater(new Runnable() {

@Override

public void run() {

JFrame ex = new SwingTimerExample();

ex.setVisible(true);

}

});

}

}

This is the main class for the code example.

setResizable(false);

pack();

The setResizable() sets whether the frame can be resized. The pack() method causes this window to be sized to fit the preferred size and layouts of its children. Note that the order in which these two methods are called is important. (The setResizable() changes the insets of the frame on some platforms; calling this method after the pack() method might lead to incorrect results—the star would not go precisely into the right-bottom border of the window.)

Board.java

package com.zetcode;

import java.awt.Color;

import java.awt.Dimension;

import java.awt.Graphics;

import java.awt.Graphics2D;

import java.awt.Image;

import java.awt.Toolkit;

import java.awt.event.ActionEvent;

import java.awt.event.ActionListener;

import javax.swing.ImageIcon;

import javax.swing.JPanel;

import javax.swing.Timer;

public class Board extends JPanel

implements ActionListener {

private final int B\_WIDTH = 350;

private final int B\_HEIGHT = 350;

private final int INITIAL\_X = -40;

private final int INITIAL\_Y = -40;

private final int DELAY = 25;

private Image star;

private Timer timer;

private int x, y;

public Board() {

initBoard();

}

private void loadImage() {

ImageIcon ii = new ImageIcon("star.png");

star = ii.getImage();

}

private void initBoard() {

setBackground(Color.BLACK);

setPreferredSize(new Dimension(B\_WIDTH, B\_HEIGHT));

setDoubleBuffered(true);

loadImage();

x = INITIAL\_X;

y = INITIAL\_Y;

timer = new Timer(DELAY, this);

timer.start();

}

@Override

public void paintComponent(Graphics g) {

super.paintComponent(g);

drawStar(g);

}

private void drawStar(Graphics g) {

g.drawImage(star, x, y, this);

Toolkit.getDefaultToolkit().sync();

}

@Override

public void actionPerformed(ActionEvent e) {

x += 1;

y += 1;

if (y > B\_HEIGHT) {

y = INITIAL\_Y;

x = INITIAL\_X;

}

repaint();

}

}

In the Board class we move a star that from the upper-left corner to the right-bottom corner.

private final int B\_WIDTH = 350;

private final int B\_HEIGHT = 350;

private final int INITIAL\_X = -40;

private final int INITIAL\_Y = -40;

private final int DELAY = 25;

Five constants are defined. The first two constants are the board width and height. The third and fourth are the initial coordinates of the star. The last one determines the speed of the animation.

private void loadImage() {

ImageIcon ii = new ImageIcon("star.png");

star = ii.getImage();

}

In the loadImage() method we create an instance of the ImageIcon class. The image is located in the project directory. The getImage() method will return the the Image object from this class. This object will be drawn on the board.

setDoubleBuffered(true);

The JPanel component will use a buffer to paint. This means that all drawing will be done in memory first. Later the off-screen buffer will be copied to the screen. In this simple example, we might not notice any differences.

timer = new Timer(DELAY, this);

timer.start();

Here we create a Swing Timer class and call its start() method. Every DELAY ms the timer will call theactionPerformed() method. In order to use the actionPerformed() method, we must implement theActionListener interface.

@Override

public void paintComponent(Graphics g) {

super.paintComponent(g);

drawStar(g);

}

Custom painting is done in the paintComponent() method. Note that we also call the paintComponent()method of its parent. The actual painting is delegated to the drawStar() method.

private void drawStar(Graphics g) {

g.drawImage(star, x, y, this);

Toolkit.getDefaultToolkit().sync();

}

In the drawStar() method, we draw the image on the window with the usage of the drawImage()method. The Toolkit.getDefaultToolkit().sync() synchronises the painting on systems that buffer graphics events. Without this line, the animation might not be smooth on Linux.

@Override

public void actionPerformed(ActionEvent e) {

x += 1;

y += 1;

if (y > B\_HEIGHT) {

y = INITIAL\_Y;

x = INITIAL\_X;

}

repaint();

}

The actionPerformed() method is repeatedly called by the timer. Inside the method, we increase the x and y values of the star object. Then we call the repaint() method which will cause thepaintComponent() to be called. This way we regularly repaint the Board thus making the animation.

![Star](data:image/png;base64,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)

Figure: Star

**Utility timer**

This is very similar to the previous way. We use the java.util.Timer instead of the javax.Swing.Timer. For Java Swing games this way should be more accurate.

UtilityTimerExample.java

package com.zetcode;

import java.awt.EventQueue;

import javax.swing.JFrame;

public class UtilityTimerExample extends JFrame {

public UtilityTimerExample() {

initUI();

}

private void initUI() {

add(new Board());

setResizable(false);

pack();

setTitle("Star");

setLocationRelativeTo(null);

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

}

public static void main(String[] args) {

EventQueue.invokeLater(new Runnable() {

@Override

public void run() {

JFrame ex = new UtilityTimerExample();

ex.setVisible(true);

}

});

}

}

This is the main class.

Board.java

package com.zetcode;

import java.awt.Color;

import java.awt.Dimension;

import java.awt.Graphics;

import java.awt.Image;

import java.awt.Toolkit;

import java.util.Timer;

import java.util.TimerTask;

import javax.swing.ImageIcon;

import javax.swing.JPanel;

public class Board extends JPanel {

private final int B\_WIDTH = 350;

private final int B\_HEIGHT = 350;

private final int INITIAL\_X = -40;

private final int INITIAL\_Y = -40;

private final int INITIAL\_DELAY = 100;

private final int PERIOD\_INTERVAL = 25;

private Image star;

private Timer timer;

private int x, y;

public Board() {

initBoard();

}

private void loadImage() {

ImageIcon ii = new ImageIcon("star.png");

star = ii.getImage();

}

private void initBoard() {

setBackground(Color.BLACK);

setPreferredSize(new Dimension(B\_WIDTH, B\_HEIGHT));

setDoubleBuffered(true);

loadImage();

x = INITIAL\_X;

y = INITIAL\_Y;

timer = new Timer();

timer.scheduleAtFixedRate(new ScheduleTask(),

INITIAL\_DELAY, PERIOD\_INTERVAL);

}

@Override

public void paintComponent(Graphics g) {

super.paintComponent(g);

drawStar(g);

}

private void drawStar(Graphics g) {

g.drawImage(star, x, y, this);

Toolkit.getDefaultToolkit().sync();

}

private class ScheduleTask extends TimerTask {

@Override

public void run() {

x += 1;

y += 1;

if (y > B\_HEIGHT) {

y = INITIAL\_Y;

x = INITIAL\_X;

}

repaint();

}

}

}

In this example, the timer will regularly call the run() method of the ScheduleTask class.

timer = new Timer();

timer.scheduleAtFixedRate(new ScheduleTask(),

INITIAL\_DELAY, PERIOD\_INTERVAL);

Here we create a timer and schedule a task with a specific interval. There is an initial delay.

@Override

public void run() {

...

}

Each 10ms the timer will call this run() method.

**Thread**

Animating objects using a thread is the most effective and accurate way of animation.

ThreadAnimationExample.java

package com.zetcode;

import java.awt.EventQueue;

import javax.swing.JFrame;

public class ThreadAnimationExample extends JFrame {

public ThreadAnimationExample() {

initUI();

}

private void initUI() {

add(new Board());

setResizable(false);

pack();

setTitle("Star");

setLocationRelativeTo(null);

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

}

public static void main(String[] args) {

EventQueue.invokeLater(new Runnable() {

@Override

public void run() {

JFrame ex = new ThreadAnimationExample();

ex.setVisible(true);

}

});

}

}

This is the main class.

Board.java

package com.zetcode;

import java.awt.Color;

import java.awt.Dimension;

import java.awt.Graphics;

import java.awt.Image;

import java.awt.Toolkit;

import javax.swing.ImageIcon;

import javax.swing.JPanel;

public class Board extends JPanel

implements Runnable {

private final int B\_WIDTH = 350;

private final int B\_HEIGHT = 350;

private final int INITIAL\_X = -40;

private final int INITIAL\_Y = -40;

private final int DELAY = 25;

private Image star;

private Thread animator;

private int x, y;

public Board() {

initBoard();

}

private void loadImage() {

ImageIcon ii = new ImageIcon("star.png");

star = ii.getImage();

}

private void initBoard() {

setBackground(Color.BLACK);

setPreferredSize(new Dimension(B\_WIDTH, B\_HEIGHT));

setDoubleBuffered(true);

loadImage();

x = INITIAL\_X;

y = INITIAL\_Y;

}

@Override

public void addNotify() {

super.addNotify();

animator = new Thread(this);

animator.start();

}

@Override

public void paintComponent(Graphics g) {

super.paintComponent(g);

drawStar(g);

}

private void drawStar(Graphics g) {

g.drawImage(star, x, y, this);

Toolkit.getDefaultToolkit().sync();

}

private void cycle() {

x += 1;

y += 1;

if (y > B\_HEIGHT) {

y = INITIAL\_Y;

x = INITIAL\_X;

}

}

@Override

public void run() {

long beforeTime, timeDiff, sleep;

beforeTime = System.currentTimeMillis();

while (true) {

cycle();

repaint();

timeDiff = System.currentTimeMillis() - beforeTime;

sleep = DELAY - timeDiff;

if (sleep < 0) {

sleep = 2;

}

try {

Thread.sleep(sleep);

} catch (InterruptedException e) {

System.out.println("Interrupted: " + e.getMessage());

}

beforeTime = System.currentTimeMillis();

}

}

}

In the previous examples, we executed a task at specific intervals. In this example, the animation will take place inside a thread. The run() method is called only once. This is why why we have a while loop in the method. From this method, we call the cycle() and the repaint() methods.

@Override

public void addNotify() {

super.addNotify();

animator = new Thread(this);

animator.start();

}

The addNotify() method is called after our JPanel has been added to the JFrame component. This method is often used for various initialisation tasks.

We want our game run smoothly, at constant speed. Therefore we compute the system time.

timeDiff = System.currentTimeMillis() - beforeTime;

sleep = DELAY - timeDiff;

The cycle() and the repaint() methods might take different time at various while cycles. We calculate the time both methods run and subtract it from the DELAY constant. This way we want to ensure that each while cycle runs at constant time. In our case, it is DELAY ms each cycle.